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Chapter 1

Introduction to ASP.NET
Introduction to ASP.NET

Objectives

After completing this unit you will be able to:

• Review the fundamentals of Web applications and set up a testbed using Internet Information Services and ASP.NET.

• Explain the benefits of ASP.NET.

• Describe the two programming models provided by ASP.NET, Web Forms and Web services.

• Create a simple Web Forms application using the .NET Framework SDK.

• Outline the principal features of ASP.NET.
Web Application Fundamentals

- A Web application consists of document and code pages in various formats.

- The simplest kind of document is a static HTML page, which contains information that will be formatted and displayed by a Web browser.
  - An HTML page may also contain hyperlinks to other HTML pages.
  - A hyperlink (or just “link”) contains an address, or a Uniform Resource Locator (URL), specifying where the target document is located.

- The resulting combination of content and links is sometimes called “hypertext” and provides easy navigation to a vast amount of information on the World Wide Web.
Setting up the Web Examples

- All the example programs for this chapter are in the chapter folder `Chap01` underneath the root folder `\OIC\AspCs`.

- One way to run the examples, including the sample ASP page, is to have Internet Information Services (IIS) installed on your system.
  - You will have to explicitly install it with Windows XP.
  - Once installed, you can access the documentation on IIS through Internet Explorer via the URL `http://localhost`, which will redirect you to the starting IIS documentation page.

- The management tool for IIS is a Microsoft Management Console (MMC) “snap-in,” the Internet Services Manager, which you can find under Administrative Tools in the Control Panel.

- You may run also run the ASP.NET examples using the built-in ASP.NET Development Server.
  - This built-in Web server is started automatically from within Visual Studio 2008 and is discussed in Chapter 4.
Web Examples Setup (Cont’d)

• The figure shows the main window of the Internet Services Manager.
  
  – You can Start and Stop the Web server and perform other tasks by right-clicking on Default Web Site.
  
  – Choosing Properties from the context menu will let you perform a number of configurations on the Web server.

![Internet Information Services](image)

• The home directory for the default web site is `\Inetpub\wwwroot` on the drive where Windows is installed.
  
  – You can change this home directory using Internet Services Manager.
Web Examples Setup (Cont’d)

• You can access Web pages stored at any location on your hard drive by creating a “virtual directory.”
  – An easy way to create one is from Windows Explorer. Right-click over the desired directory, choose Properties ..., select the Web Sharing tab, click on the Add button, and enter the desired alias, which will be the name of the virtual directory.

• The figure on the next page illustrates creating an alias AspCs, or virtual directory, for the folder \OIC\AspCs.
  – You should perform this operation now on your own system in order that you may follow along as the course examples are discussed.
Creating a Virtual Directory

![Virtual Directory Setup](image-url)
Web Examples Setup (Cont’d)

- Once a virtual directory has been created, you can access files in it by including the virtual directory in the path of the URL.
  - In particular, you can access the file `default.htm` using the URL `http://localhost/AspCs/`.
  - The file `default.htm` contains a home page for all the ASP.NET example programs for this chapter. See the figure on the next page.

- If you are using Internet Explorer 7 as your Web browser, you should enable local intranet security settings.
  - From Tools menu select Internet options
  - On Security tab select Local Intranet zone and click the Sites button. Uncheck “Automatically detect ...” and check the others.

![Local intranet settings dialog box](image)
Home Page for ASP.NET Examples

You are viewing the home page of the example programs for the course "ASP.NET Using C#". This page serves as a convenient entry to all example programs and is located at:

- `c:\OIC\AspCs\default.htm`

Please make `c:\OIC\AspCs` a virtual directory with alias "AspCs". Examples located in a subdirectory should have that subdirectory configured in IIS as an application.

Chapter 1

1. Hello (Monolithic version): Chap01/Hello.aspx
2. Mortgage Calculator: Chap01/Mortgage.aspx

Chapter 2

1. Hello (Code-Behind version): Chap02/Hello/HelloCodebehind.aspx
3. HelloTrace: Chap02/HelloTrace.aspx
Benefits of ASP.NET

• You can use compiled, object-oriented languages with ASP.NET, including C# and Visual Basic.
  – All the power of the .NET Framework is available to you, including the extensive class library.

• Code and presentation elements can be cleanly separated.
  – Code can be provided in a separate section of a Web page from user interface elements.
  – The separation can be carried a step further by use of separate “code behind” files.

• ASP.NET comes with an extensive set of server controls that provide significant functionality out of the box.

• Server controls transparently handle browser compatibility issues.
  – A special set of Mobile Controls can emit either HTML or WML, depending on the characteristics of the client device.

• Configuration is handled by XML files without need of any registry settings, and deployment can be done simply by copying files.

• Visual Studio provides a very powerful and easy-to-use environment for developing and debugging Web applications.
• **We examine an example, Hello.aspx, in detail.**
  
  − The example is complete in one file and contains embedded server code. ASP.NET pages have a `.aspx` extension.

• **The source code consists of HTML along with some C# script code. There are also some special tags for “server controls,” recognized by ASP.NET.**

```html
<!-- Hello.aspx -->
<%@ Page Language="C#" %>
<HTML>
<HEAD>
  <SCRIPT RUNAT="SERVER">
    void cmdEcho_Click(object source, EventArgs e) {
      lblGreeting.Text="Hello, " + txtName.Text;
    }
  </SCRIPT>
</HEAD>
<BODY>
<FORM RUNAT="SERVER">Your name:&nbsp;
<asp:textbox id=txtName Runat="server"></asp:textbox>
<p><asp:button id=cmdEcho onclick=cmdEcho_Click Text="Echo" runat="server" tooltip="Click to echo your name"></asp:button></p>
<asp:label id=lblGreeting runat="server"></asp:label>
<P></P>
</FORM>
</BODY>
</HTML>
```
An Echo Program

- You can run the program using the URL http://localhost/AspCs/Chap01/Hello.aspx or by clicking on the link Chap01/Hello.aspx in the home page of the examples programs.
  - The page shows a text box where you can type in your name, and there is an “Echo” button.
  - Clicking the button will echo your name back, with a “Hello” greeting.
  - The simple form is again displayed, so you could try out other names.
  - If you slide the browser’s mouse cursor over the button, you will see the tool tip “Click to echo your name” displayed in a yellow box.
An Echo Program (Cont’d)

- The figure illustrates a run of this example.

- This little program would not be completely trivial to implement with other Web application tools, including ASP.

- The key user interface feature of such an application is its thoroughly forms-based nature.
  - The user is presented with a form and interacts with the form.
  - The server does some processing, and the user continues to see the same form.
  - This UI model is second nature in desktop applications but is not so common in Web applications.
  - Typically, the Web server will send back a different page.
An Echo Program (Cont’d)

• This kind of application could certainly be implemented using a technology like ASP, but the code would be a little ugly.

• The server would need to synthesize a new page that looked like the old page, creating the HTML tags for the original page, plus extra information sent back (such as the greeting shown at the bottom in our echo example).
  – A mechanism is needed to remember the current data that is displayed in the controls in the form.

• Another feature of this Web application is that it does some client-side processing too— the Echo button’s tooltip displayed in a yellow box is performed by the browser.
  – Such rich client-side processing can be performed by some browsers, such as Internet Explorer, but not others.

• As can be seen by the example code, with ASP.NET it is very easy to implement this kind of Web application.

• We will study the code in detail later.
  – For now, just observe how easy it is!
ASP.NET Features

- ASP.NET provides a programming model and infrastructure that facilitates developing new classes of Web applications.

- Part of this infrastructure is the .NET runtime and framework.

- Server-side code is written in .NET compiled languages.

- Two main programming models are supported by ASP.NET.

- Web Forms helps you build form-based Web pages. A WYSIWYG development environment enables you to drag controls onto Web pages.
  - Special “server-side” controls present the programmer with an event model similar to what is provided by controls in ordinary Windows programming.

- Web Services make it possible for a Web site to expose functionality via an API that can be called remotely by other applications.
  - Data is exchanged using standard Web protocols and formats such as HTTP and XML, which will cross firewalls.

- This course is focused on Web Forms.
  - For Web Services the newer technology, Windows Communication Foundation, is preferred.
ASP.NET Features (Cont’d)

- Both Web Forms and Web Services can take advantage of the facilities provided by .NET, such as the compiled code and .NET runtime.

- In addition, ASP.NET itself provides a number of infrastructure services, including:
  - state management
  - security
  - configuration
  - caching
  - tracing.
Compiled Code

• Web Forms can be written in any .NET language that runs on top of the common language runtime, including C#, Visual Basic, JScript.NET, and Visual C++.
  – This code is compiled, and thus offers better performance than ASP pages with code written in an interpreted scripting language such as VBScript.

• Compilation normally occurs at HTTP request time, and subsequent accesses to the page do not require compilation.
  – The ASP.NET 2.0 compilation model is described in the next chapter.

• All of the benefits, such as a managed execution environment, are available to this code, and of course the entire .NET Framework Class Library is available.
  – Legacy unmanaged code can be called through the .NET interoperability services.
Server Controls

- ASP.NET provides a significant innovation known as “server controls.” These controls have special tags such as `<asp:textbox>`.

- Server-side code interacts with these controls, and the ASP.NET runtime generates straight HTML that is sent to the Web browser.
  - The result is a programming model that is easy to use and yet produces standard HTML that can run in any browser.
Browser Independence

- Although the World Wide Web is built on standards, the unfortunate fact of life is that browsers are not compatible and have special features.
  
  - A Web page designer then has the unattractive options of either writing to a lowest common denominator of browser, or else writing special code for different browsers.
  
  - Server controls help remove some of this pain.

- **ASP.NET takes care of browser compatibility issues when it generates code for a server control.**
  
  - If the requesting browser is upscale, the generated HTML can take advantage of these features, otherwise the generated code will be vanilla HTML.
  
  - ASP.NET takes care of detecting the type of browser.
Separation of Code and Content

• Typical ASP pages have a mixture of scripting code interspersed with HTML elements.

• In ASP.NET there can be a clean separation between code and presentation content.
  – The server code can be isolated within a single `<SCRIPT RUNAT="SERVER"> ... </SCRIPT>` block or, even better, placed within a “code behind” page.

• We will discuss "code-behind" pages in the next chapter.
State Management

- HTTP is a stateless protocol.

- Thus, if a user enters information in various controls on a form, and sends this filled-out form to the server, the information will be lost if the form is displayed again, unless the Web application provides special code to preserve this state.
  - ASP.NET makes this kind of state preservation totally transparent.
  - There are also convenient facilities for managing other types of session and application state.
Lab 1

A Mortgage Calculator Web Page

You have received a consulting contract to add useful functionality to a realtor’s Web site. In this lab you will implement the first feature, which is a Web page that can be used to calculate a mortgage payment.

Detailed instructions are contained in the Lab 1 write-up at the end of the chapter.

Suggested time: 30 minutes
Summary

• ASP.NET is a unified Web development platform that greatly simplifies the implementation of sophisticated Web applications.

• ASP.NET supports two programming models, Web Forms and Web Services.

• Server controls present the programmer with an event model similar to what is provided by controls in ordinary Windows programming.

• Other features of ASP.NET include:
  – Compiled code
  – Browser independence
  – Separation of code and content
  – State management
  – Security
  – Configuration
  – Tracing
  – Caching
Lab 1

A Mortgage Calculator Web Page

Introduction

You have received a consulting contract to add useful functionality to a realtor’s web site. In this lab you will implement the first feature, which is a Web page that can be used to calculate a mortgage payment.

The screen capture shows the completed Web page with a sample calculation.

Suggested Time: 30 minutes

Root Directory: OIC\AspCs

Directories: Labs\Lab1 (do your work here)
Chap01\Hello.aspx (starter file)
Chap01\MortgageCalculator (C# mortgage calculator)

Files: Chap01\Mortgage.aspx (answer)
1. As a starter file, copy the file Hello.aspx into Labs\Lab1 and rename as Mortgage.aspx. You should now be able to access the “echo” page through the URL http://localhost/AspCs/Labs/Lab1/Mortgage.aspx.

2. Create the user interface for your Web mortgage calculator by making two copies of the textbox for the name in Hello. Rename the three textboxes, one button and one label appropriately. Rename the button handler to match the new name of the button.

3. Examine the code for the C# console program in the MortgageCalculator folder. Run this program a couple of times to generate some test data for use in testing your Web mortgage calculator.

4. Implement the event handler for the Calculate button by copying in code from the MortgageCalculator project. For the Web version you will obtain a numerical value by using the Convert class. For example,

   ```csharp
decimal amount;    // amount of mortgage
...
amount = Convert.ToDecimal(txtAmount.Text);
```

5. After you have calculated calcPymt, display it formatted as currency in the label lblPayment. You can do the formatting by the String.Format method.

   ```csharp
lblPayment.Text = String.Format("{0, 8:C}", calcPymt);
```

6. Save your file and test it in the browser. Try out the test data obtained from running the console version of the program.
Chapter 7

Caching in ASP.NET
Caching in ASP.NET

Objectives

After completing this unit you will be able to:

• Answer the questions “What is caching?” and “Why do we need caching?”

• Illustrate the three types of caching techniques in ASP.NET.

• Explain the concepts of output caching, fragment caching, and application caching in a detailed manner.

• Describe the different problems faced while using caching and show their solution.

• Outline the principle features of caching and its optimization in ASP.NET.
Introduction

- Performance tuning is an exceedingly significant issue to both the programmer writing the code and the system administrator maintaining the application.
  - In the contemporary high-speed Internet world, performance tuning is a foremost way to enhance the Web applications.
  - The slow Web applications not only waste the company resources, but also drive prospective customers away from the company.
  - Caching is one of the techniques normally used for better performance tuning. Caching will help you to develop ASP.NET Web applications with fast response and suitable levels of throughput.
What is Caching?

- Caching is a technique used to store some resources or data which are frequently requested by the user, reusing them when needed, so the server does not have to recreate them, thus improving the overall performance.
  - Retrieving data from memory is much more efficient than from locations such as a database.
  - Thus we store the frequently used data, which are costly to generate, in memory.
  - This technique is widely used to increase performance by keeping frequently accessed or expensive data in memory.
  - Once a page or data has been compiled and served, it is stored in memory, and for the succeeding requests it is satisfied from the cache rather than reinitiating the whole process.
Need for Caching (Why Cache?)

- In classic ASP, one of the methods developers usually relied on to speed up processing was the use of caching.

- By using caching in Web applications, one can significantly enhance performance.
  - In Web applications, caching is used to hold data across HTTP requests and use them again without the cost of recreating them.
  - Using caching one can avoid a lot of work associated with the retrieving the data from the server (executing ASP.NET code for the request, communicating with server, and getting back the compiled executed query back from the server).
  - The main advantage of caching is based on the data we store. That is, we have to store the data that are frequently requested.
Data to be Cached – Time Frame

• For what time frame should we cache the data? The answer for this question is based on data (dynamic or static).
  – We have to cache the data either for an indefinite period or some relative time frame based on either static data or fairly static data used in your application.
  – We have to rebuild the cached content according to the dynamic changes in the database.
  – In ASP page’s life cycle the operation such as accessing database information was expensive one. In that scenario we can cache the database information, if the database information is static.
ASP vs. ASP.NET Response Model

- In ASP, the `Response` object used the `Expires`, `ExpiresAbsolute`, and `CacheControl` properties to maintain caching.

- In ASP, the `Response.Expires` property is used to cache a page for a specified number of minutes such as

  `<%Response.Expires = 10%>`

  - The above code sets the cache to expire 10 minutes or 600 seconds from the first request of the page.

- In ASP.NET, the same can be made by as follows:

  `<%Response.Cache.SetExpires(  
  DateTime.Now.AddSeconds(600))%>`

  - An advantage is that the `DateTime` object we used above in the ASP.NET code provides a remarkable quantity of flexibility in the computation of date and time values.

- One can also use the following `OutputCache` page directive to perform the same operation.

  `<%@ OutputCache Duration = "600" %>`

- Let us see all those things in detail.
Caching in ASP.NET

- While caching in classic ASP was a bit of an unpleasant task, it is simple in ASP.NET.

- ASP.NET provides simple mechanisms for caching page output or data when they do not need to be computed dynamically for every page request.
  - There are a number of classes in the .NET Framework designed to aid with caching information.
  - ASP.NET includes a variety of features and tools that allow you to design and implement high-performance Web applications.
  - ASP.NET is the option when you want to create Web applications that will meet the demands of a Web site with high traffic.
Three Types of Caching in ASP.NET

- ASP.NET provides three types of caching for Web-based applications:
  - Page Level Caching or Output Caching
  - Page Fragment Caching or Partial-Page Output Caching
  - Programmatic or Data Caching or Application Caching

- These three types of caching will help you to create high-performance and scalable Web applications.
  - Output caching allows you to store an entire page.
  - Fragment caching caches portions of a response generated by a request.
  - You can use application caching to programmatically store arbitrary objects to server memory, so that your application can save the time and resources it takes to recreate them.

- With application caching there are the same multithreading issues that we discussed in connection with application state earlier in the course.
Output Caching

- Output caching is a feature of ASP.NET that allows for the contents of an entire page to be stored in the cache.
  - The cached HTML is sent as a response for the requested ASP.NET page, if the engine finds the requested ASP.NET page in the cached output entry.
  - If it doesn’t, then the page is dynamically recreated and the output is stored in the output cache engine.
  - The advantage of output caching is that rather than dynamically executing the ASP.NET page on each request, we serve it statically from memory.
  - This will provide a substantial performance enhancement.
@ OutputCache Directive

- To be placed in the output cache, a given page response must have public cache visibility and a valid expiration or validation policy.
  - You can set these using the @OutputCache directive, setting expiration policies using this directive's Duration attribute.
  - The following directive activates output caching on the response:

```csharp
<%@ OutputCache Duration="#inseconds" VaryByParam="Parametername" %>
```

- **Example:**

```csharp
<%@ OutputCache Duration="20" VaryByParam="none" %>
```

  - This directive, added to the top of an ASP.NET page, simply instructs ASP.NET to cache the results of the page for 20 seconds. After 20 seconds the page will re-execute.
Simple Output Caching Example

- The following example displays the time when the user requests the page.
  - See SimpleCache1 in the chapter directory.

- The example is complete in one file and contains embedded server code.
  - There is also a configuration file that specifies use of .NET Framework 3.5.

```html
<%@ OutputCache Duration="20" VaryByParam="none" %>

<Html>
  <script language="C#" runat="server">
    void Page_Load(Object Src, EventArgs Eve)
    {
      Label1.Text = DateTime.Now.ToString();
    }
  </script>
  <Body>
    <h2>Simple Output Cache Demonstration:</h2>
    <p><b>Time:</b> <asp:label id="Label1" runat="server"/>
    
    <FORM RUNAT="server">
    <A HREF="Default.aspx">Click Here To Refresh</A>
    </FORM>
  </body>
</html>
```
Output Caching Example (Cont’d)

- The figure illustrates a run of this example (using the ASP.NET Developer Server).

  ![Screenshot of Simple Output Cache Demonstration]

- Note the time at the first time request and you will give notice that the time has not changed after refreshing the page, specifying that the second response be being served from the output cache.
  - The page shows the exact time at the first request.
  - Clicking the refresh button you will notify that the page is served from the cache again.
  - In our example the time duration is specified as 20 seconds.
Output Caching Example (Cont’d)

• Try again after an elapsed time of 20 seconds or more.
  – The page in the output cache expires because we specify the time duration only for 20 seconds.

  ![Simple Output Cache Demonstration](image)

  – If you refresh the page the same time is displayed for 20 seconds and after those 20 seconds it displays a later time.

  – So from the above program you will see that the page will be served from the output cache for the specified 20 seconds duration.
@ OutputCache – Attributes in Detail

<%@ OutputCache Duration="#inseconds" VaryByParam="Parametername" %>

- The *Duration* parameter denotes the time, in seconds, during which the HTML output of the Web page or user control is cached. The cache becomes invalid if the duration expires.
  - The page is dynamically recreated and the cache repopulated with the newer HTML in the next request.

- The *VaryByParam* parameter is employed to cache the multiple versions of a dynamic page whose content is generated by GET or POST values.
  - If the output used to produce the page is dissimilar for different values passed in via either a GET or POST, this parameter is very useful.
  - This attribute helps us to control how many cached versions of the page should be created based on name/value pairs sent through HTTP POST/GET.
  - The default value is “None”, and if we set the value to “None”, it does not take HTTP GET/POST parameters into account and it caches only the first page.
  - Set the attribute to “*”, to vary the output cache by all parameter values.
VaryByParam in Detail

- Let's say you're building a Web application in which a user can view a list of books by a specified publication.
  - It has one form named Books.aspx. The Books.aspx provides a list of books.
  - When the user chooses an author and clicks the select button and the updated value is sent back to Books.aspx.
- By default HTTP POST is used.
  - The data is not appended to the query string as in HTTP GET, but instead name/value pairs is written to a separate line sent with the HTTP header, and the data is not directly visible to the outside world.
- For simplicity, assume we are using HTTP GET to send data. When you submit data using the GET action, you see as
  
- If you use “none” you may came across some problems. For example if anyone request with Query string books.aspx?Books=C# then after displaying the results, the page is cached.
- If another request has a different query string books.aspx?Books=VB.NET, the output caching engine will assume that the requests to the two pages are same and return the previous cached page C# instead of VB.NET.
VaryByParam in Detail (Cont’d)

- So the solution to this problem is you have to specify the `VaryByParam` as `VaryByParam ="Books"`, or by saying to vary on all GET/POST parameters, like: `VaryByParam="*"`.

- If we add the following directive to `books.aspx`, then multiple versions of the page (`books.aspx`, `books.aspx?Books= C#`, `books.aspx?Books= VB.NET`, etc..) is cached independently for one hour.

```csharp
<%@ OutputCache Duration="3600" VaryByParam="Books" %>
```

- To output cache pages both based on the Books and Publisher parameter, we would change the directive to:

```csharp
<%@ OutputCache Duration="3600"
VaryByParam="Books;Publisher" %>
```

- It is suggested that you not use `*`, as this can potentially fill the output cache with pages that aren't frequently accessed. The more specific you make the `VaryByParam`, the more frequently you can serve from the cache.
HttpCachePolicy Class

- The `HttpCachePolicy` class is used to set expirations for a cached page.
  - In the page's code declaration block, or in the code-behind class for the page, include code from the page that sets the expiration policy for the page using `Response.Cache` syntax.
  - The following example sets expirations for the page as the `@ OutputCache` directive does in the previous procedure.

```csharp
Response.Cache.SetExpires(
    DateTime.Now.AddSeconds(50));
Response.Cache.SetCacheability(
    HttpCacheability.Public);
```

- Once the duration for the cached page expires, the next subsequent request for the page causes a dynamically generated response.
  - This response page is cached again for the specified duration.
HttpCachePolicy Class – Example

- Let us look at an example exemplifying programmatic technique for caching, rather than using the OutputCache Page directive.

- The following example displays the time similar to the program SimpleCache1/Default.aspx:
  - See SimpleCache2 in the chapter directory.
  - The output is identical for both the programs SimpleCache1 and SimpleCache2.
  - The only difference is that we use Response.Cache syntax instead of @ OutputCache directive.

- There are two Expiration policies named Absolute Expiration and Sliding Expiration.
  - In the Absolute Expiration, one can set an absolute or specified time to expire a page.
  - To expire a page from the last time it was accessed, one can use the Sliding Expiration.
  - To set Absolute Expiration the code is
    Response.Cache.SetSlidingExpiration(false);
  - To set Sliding Expiration the code is
    Response.Cache.SetSlidingExpiration(true);
HttpCachePolicy Example (Cont’d)

- Here is the example code for Default.aspx in SimpleCache2.

```csharp
<%@ Page Language="C#" %>
<html>
<script language="C#" runat="server">
void Page_Load(Object Src, EventArgs Eve)
{
    Response.Cache.SetExpires((DateTime.Now.AddSeconds(20)));
    Response.Cache.SetCacheability(HttpCacheability.Public);
    Label1.Text = DateTime.Now.ToString();
}
</script>
<body>
<h2>Simple Output Cache Demonstration : </h2>
<p><b>Time : </b> <asp:label id="Label1" runat="server"/>
</p>
<form RUNAT="server">
<A HREF="Default.aspx">Click Here To Refresh </A>
</form>
</body>
</html>
```
Page Fragment Caching

• Partial-Page Output Caching, or page fragment caching, allows particular portions of pages to be cached.

• You have to select particular region of page such that it involve fewer server resources to be generated dynamically for each request.
  – In other words you have to select the portions of a page that is fairly static.

• When Fragment Caching?
  – Sometimes caching only a portion of an entire page is more efficient than caching an entire page.
  – In this case, you have to recognize the objects or data related with the page request that need significant server resources to construct and you can separate them from the rest of the page and cache them for a period of time.
  – If we place an OutputCache directive at the top of a user control, the content inside the user control will now be cached for the specified period.
  – For example, if you place the following directive at the top of a user control file, a version of the control is stored in the output cache for 30 seconds.

<%@ OutputCache Duration="30" VaryByParam="none" %>
Common Mistakes in Using Fragment Caching

- A user control that is output cached is only dynamically generated for the first request.
  - Any succeeding requests are fulfilled from the output cache until the control run out.

- Errors will be generated by code that manipulates a user control containing an `@ OutputCache` directive.

- Any programmatic manipulation that must occur to create the content of the user control must be included in the control.
  - You can include this logic in one of the page lifecycle events associated with the user control, such as in the `Page_Load` event or `Page_PreRender` event.
Fragment Caching Example

• The Copyright user control example from Chapter 6 includes a count of courses that is read from a flat file.
  – Since the number of courses rarely changes, this is a prime candidate for caching.
  – The program is in the FragmentCache folder in this chapter.
  – OutputCache Duration is set to 30 seconds.

```csharp
<%@ Control Language="C#" ... %>
<%@ OutputCache Duration="30" VaryByParam="none" %>
```

• You may edit the file c:\OIC\Data\courses.txt and observe that the cached data does not change until expiration of the duration interval.
  – Observe what happens when you navigate between the two pages.
Data Caching or Application Caching

• ASP.NET provides you a solid, user-friendly caching mechanism that allows you to store expensive objects in memory across HTTP requests.

• In classic ASP, you store objects in Application scope. Likewise, in ASP.NET you can store objects into a cache using the `Cache` class.

• The lifetime of the object is tied to that of the application. When the application is restarted, the instance of its `Cache` object is recreated.

• Data caching make use of the .NET Runtime cache engine to store any data or object between responses.
Add an Item to the Cache Object

• There are three different techniques to add an item to the Cache object.

• Add an item to the cache specifying its key and value:
  – You can add items to the cache as you would add items to a dictionary, by specifying the item's key and value.
  – The following code adds the item in the cache

    Cache ["Value1"] = tValue;

    – To retrieve the data:

    tValue = Cache["Value1"];  
    if (tValue != null)
    DisplayData(Value1);

• The other two techniques, Cache.Insert() method or the Cache.Add() method are also used to add items to the Cache.
  – The Add() and the Insert() methods operate exactly the same except the Add() method returns a reference to the object being inserted to the cache.
  – These methods have the same signatures.
  – To take benefit of the scavenging, expiration, and dependency support offered by the cache, you must use either of the above two methods.
Insert and Add Methods

- **Cache.Insert() method**
  - The `Insert()` method is overloaded, allowing you to define values for the parameters of the version that you are using.
  - For example, to add only an item key and value use the following code.

    ```csharp
    Cache.Insert("Value1", connectionString);
    ```

- **Cache.Add() method**
  - The `Add()` method has the same signature as the `Insert()` method, but returns an object representing the item you added.

    ```csharp
    item = Cache.Add("Value1", connectionString);
    ```

- **Cache.Remove() method**
  - In some situations you have to remove an item from Cache. In that scenario you can use the following code.

    ```csharp
    Cache.Remove("Value1", connectionString);
    ```

  - *File and key dependencies* validates the cache item based on an external file. The Cache item is invalidated and eliminate from the cache, if the dependency changes.

  - *Scavenging* means that the cache try to remove occasionally used items if memory is in short supply.

  - By using *Expiration*, you can fix the lifetime of the item. E.g. we can terminate the item after 10 minutes of its last usage.
Application Caching – Example

- A simple example to demonstrate the usage of `Cache.Insert()` and `Cache.Remove()` method.

- Source code for this example is present in `MyAppCache` directory.

To remove an item, type it’s ID in the textbox and click the Remove button.
Application Caching – Example
(Cont’d)

• In this example the data (ID, Name) entered is stored in the Cache using *Cache.Insert()* and *Cache.Remove()* methods.

• The values that are stored in the Cache are in the form of collections. So one can easily get the values stored in the collection as follows.

```csharp
private void DisplayCache()
{
    string strCache = "";
    string strKey;

    listCache.Items.Clear();
    foreach(DictionaryEntry objItem in Cache)
    {
        strKey = objItem.Key.ToString();
        strCache = strKey + " : " + Cache[errorMsg].ToString();
        listCache.Items.Add(strCache);
    }
}
```
Expiration

- **Absolute Cache Expiration:**
  - The following code sets an absolute cache expiration time.

```csharp
Cache.Insert("Value1", myInfo, null,
            DateTime.Now.AddMinutes(2), TimeSpan.Zero);
```

  - The parameter `DateTime.Now.AddMinutes(2)`, which indicates that the item expires 2 Minutes from the time it is inserted.
  
  - The final argument, `TimeSpan.Zero` indicates that there is no relative expiration policy on this item.

- **Relative Cache Expiration:**
  - The following code shows how to set a relative expiration policy.

```csharp
Cache.Insert("Value1", myInfo,
            DateTime.MaxValue, TimeSpan.FromMinutes(30));
```

  - It inserts an item that expires 30 minutes after it is last accessed. Note the use of `DateTime.MaxValue`, which indicates that there is no absolute expiration policy on this item.

  - You can also add an item to the cache with priority settings using the `priority` and `priorityDecay` parameters on the `Add()` or `Insert()` method.
Problems in Caching

- One of the key problems when designing caching strategies is discovering when the data in the cache should be removed from the cache.

- If the application updates the data at regular intervals, there is no problem. However, there may be other circumstances where the data is updated at relatively random intervals.

- In either case, the solution to the problem is to figure out the most favorable time interval for updating the cache, so that a balance can be achieved.

- You can include that information with your data, if you have figured out the optimal interval so that the caching systems can update their data appropriately.
Lab 7

Data Caching (Absolute vs. Sliding Expiration)

In this lab you will enhance the MyAppCache program discussed previously in the chapter. The enhanced program adds the functionality of Expiration policies. You will gain practice working with both types of Expirations (Absolute & Sliding). You will also learn about the difference between these two types of Expiration policies.

Detailed instructions are contained in the Lab 7 write-up at the end of the chapter.

Suggested time: 30 minutes
Summary

- ASP.NET offers you a powerful, easy-to-use different caching mechanism that allows you to build Web applications with fast response and high throughput.

- In this age of business-to-business and business-to-consumer e-commerce, by means of ASP.NET caching, one can save the valuable processor time and resources.

- Output caching is a characteristic of ASP.NET that allows for the contents of an entire page to be stored in the Cache.

- Partial-Page Output Caching, or page fragment caching, allows particular portions of pages to be cached.

- ASP.NET provides you a solid, user-friendly caching mechanism that allows you to store expensive objects in memory across HTTP requests.

- Whether using Output Caching, Fragment Caching, or the Cache object directly, your Web applications will see spectacular enhancements in throughput and scalability through the technique of caching expensive dynamic data computations.
Lab 7

Data Caching (Absolute vs. Sliding Expiration)

Introduction

In this lab you will enhance the MyAppCache program discussed previously in the chapter. The enhanced program adds the functionality of Expiration policies. You will gain practice working with both types of Expirations (Absolute & Sliding). You will also learn about the difference between these two types of Expiration policies.

Suggested Time: 30 minutes

Root Directory: OIC\AspCs

Directories: Labs\Lab7>DataCache (do your work here)
            Chap07>MyAppCache (backup of starter code)
            Chap07>DataCache (answer)

Instructions:

1. Add new controls to the main form as shown.

2. Set the Checked property of the Absolute Expiration radio button to True. Set the GroupName property of both radio buttons to Expiration. Assigning these radio buttons the same group name will ensure that when one is checked at runtime, the other will be automatically unchecked.
3. Provide **Text** values of 10 for the two expiration textboxes.

4. Add code to display the time, both on page load and refresh.

5. Check which Radio button is checked and based on that write the code separately for Absolute Expiration and Sliding Expiration such as:

**Absolute Expiration:**

```csharp
Cache.Insert(txtID.Text, txtName.Text, null,
    DateTime.Now.AddSeconds(Convert.ToDouble(txtAbsolute.Text)),
    TimeSpan.Zero);
DisplayCache();
lblExpires.Text = "The Data has Absolute Expiration at " +
    DateTime.Now.AddSeconds(Convert.ToDouble(txtAbsolute.Text)).ToLongTimeString();
```

**Sliding Expiration:**

```csharp
Cache.Insert(txtID.Text, txtName.Text, null, DateTime.MaxValue,
    TimeSpan.FromSeconds(Convert.ToDouble(txtSlide.Text)));
DisplayCache();
lblExpires.Text = "The Data has Sliding Expiration at " +
    DateTime.Now.AddSeconds(Convert.ToDouble(txtSlide.Text)).ToLongTimeString();
```

**Remarks:**

- The **Convert.ToDouble** method is used to convert any valid numeric or string expression to **double** data type.

- After setting either Absolute Expiration or Sliding Expiration, **lblExpires** shows the time at which expiration occurs.

- You can check the Content of Cache Object using the **DisplayCache()** function.

- In the output you can verify that Absolute Expiration is expired after a defined absolute time.

- The expiration time of Sliding Expiration extends or slides when the page is again refreshed within that defined time, and expire time is again reset on a sliding basis.

- It is easy to observe cache expiration by setting a brief expiration time and clicking the Refresh button.

**Checking for Null Items in Cache:**

6. When an item has expired from the cache, you may hit an exception in the **DisplayCache** method. The expression **Cache[key]** returns **null** if there is no item in
the cache corresponding to this key. So you should not use `Cache[key]` until you check if it is not null. Thus the `DisplayCache` method should be rewritten to make such a test.

```csharp
strCache = strKey + " : ";
if (Cache[strKey] != null)
    strCache += Cache[strKey].ToString();
listCache.Items.Add(strCache);
```
Chapter 9

Debugging, Diagnostics and Error Handling
Debugging, Diagnostics and Error Handling

Objectives

After completing this unit you will be able to:

• Debug ASP.NET applications created using Visual Studio.

• Attach the debugger to a running ASP.NET application that was not started using Visual Studio.

• Perform tracing at both the application and page level.

• Handle errors in your ASP.NET applications.
ASP.NET Diagnostics

- Debugging ASP applications has been notoriously difficult.
  - A primary debugging tool is `Response.Write()`.

- ASP.NET applications can be debugged the same way as other .NET applications and components.
  - ASP.NET applications are compiled into executable assemblies, so the same techniques apply.

- Debugging ASP.NET applications created using Visual Studio is especially easy, but the debugger can also be attached to ASP.NET applications created without Visual Studio.

- ASP.NET also provides convenient tracing facilities at both the page and application level.

- Later in the chapter we will also look at error handling in ASP.NET.
Debugging Using Visual Studio

- Applications created using Visual Studio are very easy to debug.
  - Build in Debug mode (the default).
  - You can then set breakpoints, single-step, use watch windows, and all the other features of the Visual Studio debugger.
Calculator Example

- We will illustrate diagnostics in this chapter with a simple Web calculator program *VsCalculator.*

- An initial Add works fine, but if you try Multiply or adding different numbers, the application behaves strangely.

- In the demo on the following page, your results may vary depending on how long it takes you to perform the various steps.
Debugging Calculator

1. Set breakpoints at the first instructions of the handlers for the Add and Multiply buttons.

```csharp
protected void btnAdd_Click(object sender, EventArgs e)
{
    int x = Convert.ToInt32(txtX.Text);
    int y = Convert.ToInt32(txtY.Text);
    int z = x + y;
    txtAnswer.Text = z.ToString();
}

protected void btnMultiply_Click(object sender, EventArgs e)
{
    int x = Convert.ToInt32(txtX.Text);
    int y = Convert.ToInt32(txtY.Text);
    int z = x * y;
    txtAnswer.Text = z.ToString();
}
```

2. Run under the debugger (Debug | Start or F5 or the toolbar button ). You will see a dialog box asking if you want to enable debugging.
Debugging Calculator (Cont’d)

3. Examine the **Web.Config** file that is created for you.

   <configuration>
   <appSettings/>
   <connectionStrings/>
   <system.web>
   <!--
   Set compilation debug="true" to insert debugging symbols into the compiled page. Because this affects performance, set this value to true only during development.
   -->
   <compilation debug="true"/>
   ...

4. Enter some numbers to add, and click the Add button. You should hit a breakpoint. Continue (F5 or toolbar button 🚪).

5. Click the Multiply button. You don’t hit the breakpoint!

6. Try adding different numbers. You may see the original numbers brought back! And no breakpoint!
Application-Level Tracing

• In this case, debugging has not revealed the problem.
  – We did not hit breakpoints, so we could not do things like inspect the value of the parameters that came in to the server from the client.

• Another diagnostic tool is tracing, which can be enabled at both the application level and page level.

• You enable tracing at the application level by setting trace enabled to true in the Web.config file.

<!--  APPLICATION-LEVEL TRACE LOGGING
Application-level tracing enables trace log output for every page within an application. Set trace enabled="true" to enable application trace logging. If pageOutput="true", the trace information will be displayed at the bottom of each page. Otherwise, you can view the application trace log by browsing the "trace.axd" page from your web application root.
-->
<trace enabled="true"
  requestLimit="10"
  pageOutput="false"
  traceMode="SortByTime"
  localOnly="true"
/>

  – As the comment says, you can either have the output shown directly on the page, or else sent to a trace log that can be viewed by browsing the trace.axd page.
Tracing Calculator

1. In the **CalculatorVs** application enable tracing in the **Web.config** file as shown on the preceding page. Also, remove the breakpoints.

   ```
   <compilation debug="true"/>
   <trace enabled="true"/>
   ```

2. Run the application, not in the debugger.

3. Enter the numbers 5 and 77 and click the Add button.

4. Make the second number 777 and click Add again. You should see the results displayed of the first addition and not the second, and the second number has reverted to 77.
5. To see the trace, navigate in the browser to the `trace.axd` URL at the root of the application directory.

6. There is one GET, from the first view of the page, and two POST, one for each time you clicked the Add button.
7. View the details of the first POST. Look in the Form collection.

<table>
<thead>
<tr>
<th>Name</th>
<th>Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>__VIEWSTATE</td>
<td>/wEPdWULLTExMTI5OTk1ODVvZjFy96mWoiBbySoPXmrUpAnAaAj/k</td>
</tr>
<tr>
<td>txtX</td>
<td>5</td>
</tr>
<tr>
<td>txtY</td>
<td>77</td>
</tr>
<tr>
<td>txtAnswer</td>
<td></td>
</tr>
<tr>
<td>btnAdd</td>
<td>Add</td>
</tr>
<tr>
<td>__EVENTVALIDATION</td>
<td>/wEW&amp;gLzJqUAQKShpCYCAKShvy8DwLdsKuIBALsmaXRCKQMK4HYI</td>
</tr>
</tbody>
</table>

8. View the details of the second POST.

<table>
<thead>
<tr>
<th>Name</th>
<th>Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>__VIEWSTATE</td>
<td>/wEPdWULLTExMTI5OTk1ODVvZjFy96mWoiBbySoPXmrUpAnAaAj/k</td>
</tr>
<tr>
<td>txtX</td>
<td>5</td>
</tr>
<tr>
<td>txtY</td>
<td>777</td>
</tr>
<tr>
<td>txtAnswer</td>
<td>92</td>
</tr>
<tr>
<td>btnAdd</td>
<td>Add</td>
</tr>
<tr>
<td>__EVENTVALIDATION</td>
<td>/wEW&amp;gLzJqUAQKShpCYCAKShvy8DwLdsKuIBALsmaXRCKQMK4HYI</td>
</tr>
</tbody>
</table>

9. It is clear that the second number, 777, did reach the server.
Using the Page Cache

- By this time you may have realized what is likely the problem: we have cached this page!

```csharp
<%@ Page Language="C#" AutoEventWireup="true" CodeFile="Default.aspx.cs" Inherits="_Default" %>
<%@ OutputCache Duration="15" VaryByParam="none" %>

<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Transitional//EN" "http://www.w3.org/TR/xhtml1/DTD/xhtml1-transitional.dtd">
<html xmlns="http://www.w3.org/1999/xhtml">
<head runat="server">
    <title>Web Calculator</title>
</head>
<body>
    <form id="form1" runat="server">
        <div>
            <asp:TextBox ID="txtX" runat="server" Style="z-index: 100; left: 32px; position: absolute; top: 24px" Width="80px">
            </asp:TextBox>
            <asp:TextBox ID="txtY" runat="server" Style="z-index: 101; left: 136px; position: absolute; top: 24px" Width="80px">
            </asp:TextBox>
            ...
        </div>
    </form>
</body>
</html>
```
An ASP.NET Page Without Visual Studio

- While it is seamless to build and debug from within Visual Studio, you can also attach the Visual Studio debugger to an ASP.NET application not created using Visual Studio.
  - We need full-blown Visual Studio for this, not an Express Edition.

- As an illustration, consider the Default.aspx page in the Calculator folder in this chapter, at the URL:
  http://localhost/AspCs/Chap09/Calculator/Default.aspx
  - The core logic is complete in one page, with no code-behind.
  - This version of the program uses flow layout instead of absolute positioning, and there is a Divide button.
Attaching to VS Debugger

- Let’s demonstrate attaching the Visual Studio debugger to a running process.

1. View the Calculator/Default.aspx page in the browser and leave the window open.

2. In Visual Studio select the Tools | Attach to Process menu. In the Processes dialog, select the aspnet_wp.exe process.

3. Click Attach ...
Attaching to VS Debugger (Cont’d)

4. In Visual Studio open up the file **Calculator/Default.aspx**. Set a breakpoint at the first instruction of the handler of the Add button.

5. Back in the browser window, enter two numbers and click Add. You should now hit your breakpoint. You should be able to examine the values of variables, single-step, and so on. You are debugging!
Preparing to Debug

- You can enable debugging on a particular page by setting the \textit{Debug} attribute of the \textit{Page} directive to \textit{true}.

\begin{verbatim}
<%@ Page Language="C#" Trace="false" Debug="true"
    ErrorPage="PageError.html" %>
<HTML>
<HEAD>
  <SCRIPT RUNAT="SERVER">
    void cmdAdd_Click(object source, EventArgs e)
    {
      Trace.Write("Add called");
      int x = Convert.ToInt32(txtX.Text);
      int y = Convert.ToInt32(txtY.Text);
      int z = x + y;
      txtAnswer.Text = z.ToString();
    }
  ...

- You can enable debugging for an entire application by setting \textit{debug} to \textit{true} in the compilation element of the \textit{Web.config} file.

\begin{verbatim}
<?xml version="1.0" encoding="utf-8" ?>
<configuration>
  <system.web>
    ...
    <compilation defaultLanguage="c#"
                 debug="true" />
  ...
</system.web>
</configuration>
\end{verbatim}
Trace Messages

• Besides the standard trace output, you may write custom trace messages using the Trace property of the Page class.

• As an example, see the Add handler in our Calculator/Default.aspx page.

...<SCRIPT RUNAT="SERVER">
void cmdAdd_Click(object source, 
   EventArgs e)
{
    Trace.Write("Add called");
    int x = Convert.ToInt32(txtX.Text);
    int y = Convert.ToInt32(txtY.Text);
    int z = x + y;
    txtAnswer.Text = z.ToString();
}
...

• To enable tracing on a page, set the Trace attribute of the Page directive to true.

<%@ Page Language="C#" Trace="true" Debug="true" %>
...
Tracing the Calculator Page

- We can then see our custom trace message displayed when we click the Add button.
Conditional Tracing

• You can make the execution of your trace statements conditional on tracing being enabled by testing the *IsEnabled* property of *Trace*.

```csharp
void cmdDivide_Click(object source, EventArgs e)
{
    if (Trace.IsEnabled)
        Trace.Write("Custom", "Divide called");
...
```

− You can verify by placing a breakpoint on the *Trace.Write()* statement, with debugging enabled and tracing disabled.

• What this means is that you can embed useful trace statements in a production application without concern about output or computation time in the normal case when tracing is disabled.

− When a problem arises, you can then enable tracing to obtain useful diagnostic information.
Trace Category

- An overloaded version of the `Trace.Write()` method allows you to specify an optional category for the trace message.

```csharp
if (Trace.IsEnabled)
    Trace.Write("Custom", "Divide called");
...
```

- This category will be displayed in the trace output.
Trace Warning

- The **Warn** method of **Trace** will cause the trace output to be displayed in red.
  - In our example, we display a warning on an attempt to divide by zero.

```csharp
try {
    int x = Convert.ToInt32(txtX.Text);
    int y = Convert.ToInt32(txtY.Text);
    if (y == 0)
        Trace.Warn("Custom",
                     "Attempting divide by zero");
...
```
Exceptions in Trace

- You may pass an Exception object as a third parameter in a call to `Trace.Write()`.

```csharp
catch (Exception ex)
{
    Trace.Write("Custom", "Exception", ex);
}
```
Errors in ASP.NET

- Another benefit to developing Web applications using ASP.NET is the robust exception handling provided in all .NET languages.
  - This is in contrast to the weak support for exceptions offered by the scripting languages used with ASP.

- Our sample Calculator page has already illustrated handling exceptions.

- But what happens if an uncaught exception is encountered?

- To see the result, you can throw an exception in our catch handler.

```csharp
catch (Exception ex)
{
    Trace.Write("Custom", "Exception", ex);
    throw ex;
}
```
Uncaught Exception

- ASP.NET displays a generic error page for errors, including exceptions that are not caught in application code.
  - If we divide by zero in our modified Calculator page, we will see this error page:

![Server Error in '/Calculator' Application.](image)

**Attempted to divide by zero.**

**Description:** An unhandled exception occurred during the execution of the current web request. Please review the stack trace for more information about the error and where it originated in the code.

**Exception Details:** System.DivideByZeroException: Attempted to divide by zero.

**Source Error:**

```
Line 30:    { Trace.Write("Custom", "Exception", ex);  
Line 31:    throw ex;  
Line 32:    }  
Line 33: }  
```
Custom Error Pages

- Normally you would not want your users to see the generic error page displayed by ASP.NET.

- You can create custom error pages, which will be displayed as you direct.
  
  - A particular error page can be designated on a page-by-page basis by using the **ErrorPage** attribute of the **Page** directive.

```csharp
<%@ Page Language="C#" Trace="false" Debug="true" 
ErrorPage="PageError.html" %>
```

  - A default error page can be provided for the entire application by using the **customErrors** element of the **Web.config** file.

```xml
<?xml version="1.0" encoding="utf-8" ?>
<configuration>
  <system.web>
    <customErrors
defaultRedirect='GeneralError.html'
mode='On'>
  </customErrors>
</system.web>
</configuration>
```
In this lab you will create error pages for the Calculator example. The first error page is a general error page that applies to the entire application, and the second error page is specific to Calculator.

Detailed instructions are contained in the Lab 9 write-up at the end of the chapter.

Suggested time: 30 minutes
Summary

- You can debug ASP.NET applications created using Visual Studio in the same manner as you would debug other .NET applications.

- You can attach the debugger to running ASP.NET applications that were not started using Visual Studio.
  - You need the full-blown version of Visual Studio.

- To perform tracing at the application level, enable tracing in the `Web.config` file.

- You can enable tracing at the page level with the `Trace` attribute of the `Page` directive.

- .NET exceptions provide a robust exception handling mechanism for ASP.NET application.

- You can provide custom error pages to be displayed for uncaught exceptions.
Lab 9

Error Pages for Calculator Application

Introduction

In this lab you will create error pages for the Calculator example. The first error page is a general error page that applies to the entire application, and the second error page is specific to Calculator.

Suggested Time: 30 minutes

Root Directory: OIC\AspCs

Directories:
- Labs\Lab9\Error (do your work here)
- Chap09\Calculator (contains backup of starter page)
- Chap09\Error (answer)

Instructions:

1. Bring up the starter page using Visual Web Developer.

2. Verify that if you try to divide by zero, no exception is thrown (it is caught). If the answer textbox is blank, it will remain blank. Also, verify that you can perform additions and divisions if divisor is not zero.

3. In the catch block, add code to rethrow the Exception object. Display the page again in the browser and observe the generic error page. (Notice that if you do not have debugging turned on for the page, the error page will give a message explaining how you can enable debugging.)

4. Create an HTML page GeneralError.html that displays a simple message saying there was an error, try again. This could be invoked by accessing a bad file name.

5. Create a Web.config file with a customErrors element that will redirect to the general error page you created in the previous step.

6. Test in the browser. Observe that this page will be displayed when you try to divide by zero (and also if you have illegal data in one of the input textboxes.)

7. Create an HTML page PageError.html that displays a different message.

8. Hook this new error page to Default.aspx by using the ErrorPage attribute of the Page directive.

9. Run again in the browser. When there is an input error, you should now see your new error page displayed in place of the original general error page you created.
Introduction to ASP.NET AJAX

Objectives

After completing this unit you will be able to:

- Position rich Internet applications in the spectrum of desktop and Web applications.
- Describe the use of JavaScript to implement rich client applications.
- Describe AJAX, or Asynchronous JavaScript and XML.
- Describe the use of partial page rendering in AJAX applications to enhance the user’s experience.
- Use the ScriptManager and UpdatePanel controls to implement AJAX functionality such as partial page rendering.
- Use the AJAX Client Library to add client-side AJAX functionality to your Web applications.
- Describe the AJAX Control Toolkit and use it to add rich client functionality to your Web applications.
Desktop Applications

• **There are two kinds of desktop applications:**
  
  − Standalone personal productivity applications running on a PC.
  
  − Networked applications in which the desktop PC is a client for code running on a server, possibly through multiple tiers.

• **Advantages:**
  
  − A rich user interface experience leveraging the advanced pointing device and graphics capabilities of the PC operating system.
  
  − Ability to run disconnected from a network and to make use of local computer resources, such as hard disk storage.

• **Disadvantages:**
  
  − The application is tied to a particular PC operating system and will not run in a different environment.
  
  − There is significant administrative overhead in installing desktop applications and in making sure they are kept up-to-date.

• **Also, there are configuration issues that the individual user has to cope with.**
  
  − Have you had a Windows application start acting strangely, perhaps because some Registry or other configuration information has become corrupted?
Web Applications

- Web applications are accessible through virtually any browser running on any PC operating system.

- A Web application is trivial to deploy, as it just needs to be posted on a website, and any user can run it merely by pointing the browser to a certain URL.

- But traditionally Web applications have a much more primitive user interface, with much less interactivity with the user.

- Typical user interactions are quite simple:
  - A page may simply display some information, with links to go to other pages.
  - A page may have a simple form which the user can fill out and submit.
  - The response is another page.
Plug-Ins

• The user interface provided by standard browsers is fairly limited, and early on browsers began implementing various plug-in technologies.
  - A plug-in is a piece of code that downloads from the server and augments the functionality of the browser.

• Classic examples of plug-ins:
  - Netscape Navigator plug-ins
  - Microsoft ActiveX controls
  - Java applets

• Modern examples of the plug-in approach:
  - Flash
  - Microsoft Silverlight (formerly known as WPF/E)
  - JavaFX from Sun
Client-Side Scripting

• Another approach to enhancing Web applications is client-side scripting.

• HTML provides a `<script>` tag, which can be used to specify code that will execute in response to events in the browser.

• There are various scripting languages that can be used, but by far the most popular is JavaScript.
  – JavaScript was originally introduced by Netscape.
  – Despite its name and syntax, it has nothing to do with Java!
  – Microsoft’s version of JavaScript is called JScript.

• JavaScript has been standardized by ECMA; the standard version is known as ECMAScript.
  – The stable version is ECMAScript Edition 3, which was finalized in 1999.
  – After a long hiatus, there is active work currently going on for ECMAScript Edition 4. See:

http://www.ecmascript-lang.org/

• A scripting language for Internet Explorer is VBScript.
  – But VBScript is only available on Microsoft platforms and so does not have the reach of JavaScript.
JavaScript Example

- We will use JavaScript in this chapter, so let’s look at a simple example right away.
  - In Visual Studio 2008 open the website SimpleScript in c:\OIC\AspCs\Chap14.
  - Run the program from within Visual Studio.

- Now try leaving the “Your name” field blank. You will see an error message displayed in a message box.

- Note that this validation occurs completely on the client, with no postback to the server involved.
Script Code

```
<html xmlns="http://www.w3.org/1999/xhtml">
<head id="Head1" runat="server">
    <title>Simple Script Example</title>
    <script type="text/javascript">
        function btnGreet_onclick()
        {
            var name =
                document.getElementById("txtName").value;
            if (name.length == 0)
            {
                alert("Please enter your name");
                return false;
            }
            else
                return true;
        }
    </script>
</head>
<body>
    <form id="form1" runat="server"
        onsubmit="return btnGreet_onclick();">
        ...
    
    - Since the `btnGreet_onclick()` function returns `false` when the name has length zero, the form will **not** be submitted to the server.
```
JavaScript in ASP.NET

- ASP.NET uses JavaScript under the hood a great deal in order to achieve many of its effects.

- As an example, consider the same program using the *RequiredFieldValidator* server control

  – See *SimpleValidation* in the Chap14 directory.

  ![Simple Validation Example - Windows Internet Explorer](image)

  – You may examine the generated HTML/JavaScript using Page | View Source in Internet Explorer 7 or View | Source in IE 6.

```javascript
function ValidatorOnSubmit() {
    if (Page_ValidationActive) {
        return ValidatorCommonOnSubmit();
    }
    else {
        return true;
    }
}
```
Dynamic Pages

• The original Web primarily served static and non-modifiable HTML pages.
  
  − These pages were primarily text with a little graphics, but as bandwidth increased Web pages became more complex, with far more graphics, streaming audio, and video.

• Beyond serving static pages, Web applications were developed that allowed the server to create pages on the fly.
  
  − Popular server-side technologies included CGI (common gateway interface), ASP (Active Server Pages), JSP (JavaServer Pages) and PHP and so on.

• In the late 1990s Dynamic HTML (DHTML) was introduced by the browser vendors.
  
  − The World Wide Web Consortium (W3C) standardized a Document Object Model (DOM) for page content.
  
  − This means that browsers can expose the whole content of a page through a read/write object model.

• Hence, it is now feasible to dynamically alter the appearance of a Web page through client-side code.

• Another modern aspect of Web page development is the use of XHTML, which has stricter syntax than traditional HTML.
  
  − Visual Studio will generate XHTML compliant pages for us.
**Efficient Page Redraws**

- The normal way a page is updated is by bringing a whole new page down from the server.
  - This works fine for simple text and a little graphics.
  - But what about complex pages with significant graphics, elaborate data in tables, and so on?

- A more efficient approach is to bring down only the data that changes, and let the client dynamically update the page through DHTML/DOM.

- Technology to do this, called *Remote Scripting* (RS) was introduced by Microsoft in 1997.
  - RS originally used a Java applet and later an ActiveX object XMLHttpRequest.

- Modern browsers implement the `XMLHttpRequest` object directly, providing a uniform approach to obtaining selected data from the server to facilitate partial page redraws.
  - Mozilla has always used XMLHttpRequest.
  - Internet Explorer before 7.0 used an ActiveX object, but from 7.0 on implements XMLHttpRequest directly.
AJAX

- Although remote scripting has been around for a long time, it became popular in 2005 with the introduction of the acronym **AJAX**.
  - Originally introduced in the Java community, AJAX is now popular in .NET, PHP, and other platforms.

- **AJAX** stands for *Asynchronous JavaScript and XML*.
  - The asynchronous nature of the request to the server means that the user can continue to interact with the browser-based application while waiting for the data.
  - Despite the XML in the name, data sent to and from the server does not have to be XML documents.

- **Remote scripting enables out-of-band HTTP requests.**
  - The normal mechanism for submitting HTTP requests results in the return of an entire page.
  - An out-of-band request can be tailored to what is most suitable for the task at hand, and will normally call for much less data to be sent.
  - An AJAX framework provides a **proxy** that can be called from JavaScript code to issue the out-of-band HTTP requests.

- **The other key ingredient that makes the technology work is an updatable DOM.**
  - Client code does a partial update of the page.
Google Maps

- A killer application for AJAX was Google maps.
  - The client-side functionality has tremendous performance, zooming in and out, moving the map about, and so on.
  - Out-of-band HTTP requests bring back only the needed data.
ASP.NET AJAX

• Although it is quite feasible to create AJAX-enabled Web applications without any special tools, it is much easier with an AJAX framework.

  – ASP.NET AJAX is a free framework from Microsoft that greatly simplifies creating AJAX applications using ASP.NET and Visual Studio 2008.

  – It is bundled into the .NET 3.5 release of ASP.NET with Visual Studio 2008, and it is also available as a separate download for ASP.NET 2.0.

  – ASP.NET AJAX provides both server-side and client-side services, as well as integration with Visual Studio 2008.

• Some of the key features include:

  – Performing significant parts of a Web page's processing in the browser

  – Controls to simplify AJAX programming

  – Partial-page updates

  – Client integration with forms authentication and user profiles.

  – Calls to Web Services from client script

• Visual Studio enhancements include:

  – A new group AJAX Extensions in the Toolbox, including controls such as ScriptManager and UpdatePanel.
Partial Page Rendering

- The normal behavior of a Web application is to display the entire page that has been fetched from a Web server (this is called Full Page Refresh).
  - This typically results in a visible flicker when the page is viewed in a browser.

- AJAX provides a model of partial page rendering, where only individual regions of a page that have been changed are updated after a postback.

- Thus the whole page does not reload, making user interaction more seamless, removing the flicker.

- With ASP.NET AJAX you can implement partial page rendering without having to write custom JavaScript code.

- The programming model is familiar to ASP.NET programmers, involving working with Web Server controls and server-side coding.
  - Client-side scripts can enhance the application, but much can be done without having to write JavaScript manually.
Partial Page Rendering Example

- Run *AcmeAuthor* in the chapter folder.
  - This program accesses the database *AcmeBook.mdf* in the *OIC\Data* folder.

![Partial Page Rendering Example](image)

- You may page through the Author table without incurring a full postback and resulting flicker.
UpdatePanel Control

- ASP.NET AJAX makes it very easy to implement partial page rendering in ASP.NET Web apps.

- An UpdatePanel control specifies a region of a Web page that can be updated without refreshing the whole page.

- You must also have a ScriptManager control on any page that supports partial page rendering.
  - The ScriptManager control is also required to use the Microsoft AJAX Client library.

- Using UpdatePanel is very easy:
  - In Visual Studio create a new ASP.NET Web site. Add a ScriptManager control.
  - Drag an UpdatePanel control onto your page.
  - Then drag other standard Web server controls you wish to participate in the partial page update into the ContentTemplate area of the UpdatePanel control.
AJAX Extensions Controls

- ASP.NET AJAX brings a new group of controls in Visual Studio, AJAX Extensions.

- Installing the AJAX Control Toolkit creates a much larger set of new controls.
  - We’ll discuss the AJAX Control Toolkit later in the chapter.
UpdatePanel Demo

- We can illustrate the use of UpdatePanel with a simple demo.

1. In the **Demos** folder create a new ASP.NET Web Site **SimpleUpdatePanel**.

2. Drag a ScriptManager control from the AJAX Extensions group onto your page.

3. Drag an UpdatePanel control from the AJAX Extensions group onto your page.

4. Drag a label control and a button inside the UpdatePanel.

5. Drag another label and button outside the UpdatePanel. Assign the ID and Text properties as shown:

<table>
<thead>
<tr>
<th>(ID)</th>
<th>Text</th>
</tr>
</thead>
<tbody>
<tr>
<td>lblInnerTime</td>
<td>(blank)</td>
</tr>
<tr>
<td>btnInnerTime</td>
<td>Inner Time</td>
</tr>
<tr>
<td>lblOuterTime</td>
<td>(blank)</td>
</tr>
<tr>
<td>btnOuterTime</td>
<td>Outer Time</td>
</tr>
</tbody>
</table>
6. Provide the following code in `Page_Load()`.

```csharp
protected void Page_Load(object sender, EventArgs e)
{
    string strTime =
        DateTime.Now.ToLongTimeString();
    lblTime.Text = strTime;
    lblOuterTime.Text = strTime;
}
```

7. Run the program and click the Inner Time button a few times.

8. Observe that clicking Inner Time does not cause a full postback, and only the label inside the UpdatePanel is updated.

9. Click the Outer Time button. Now there is a full postback. You will probably see a flicker and a green progress bar in the status panel of the browser. The whole page is refreshed. The two labels will now show the same time.
AJAX Client Library

• The AJAX Client Library consists of JavaScript .js files that extend the capabilities of JavaScript and enable communication with server-side components.

• Core services extend the capabilities of JavaScript, including:
  − Extensions of JavaScript objects
  − A type system supporting object-oriented features such as namespaces, classes and inheritance
  − Support for events and serialization

• A networking layer supports asynchronous requests and calling Web services.

• A browser compatibility layer provides compatibility across frequently used browsers such as Internet Explorer, Firefox and Safari.

• Component classes support the creation of client-side controls and non-visual components.
Using the Client Library

- To make use of the client library you must create an ASP.NET AJAX enabled Web site.
  - First, create an ASP.NET Web Site.

Next, switch to Design view and drag a ScriptManager control from the AJAX Extensions group onto the Default.aspx page.
ScriptManager Control

- Your new Web site now has a *ScriptManager* control in its *Default.aspx* page.

```csharp
<%@ Page Language="C#" AutoEventWireup="true" CodeFile="Default.aspx.cs" Inherits="_Default" %>

<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Transitional//EN" "http://www.w3.org/TR/xhtml1/DTD/xhtml1-transitional.dtd">

<html xmlns="http://www.w3.org/1999/xhtml">
<head runat="server">
    <title></title>
</head>
<body>
    <form id="form1" runat="server">
        <div>
            <asp:ScriptManager ID="ScriptManager1" runat="server">
                
            </asp:ScriptManager>
        </div>
    </form>
</body>
</html>
```

- The *ScriptManager* control manages client script for pages in ASP.NET AJAX applications.
  - It registers the script of the .js files of the AJAX Client Library for use in the page.
  - This gives you access to the features of the AJAX Client Library.
Embedded JavaScript Files

- The .js files of the client library are provided as embedded resources in the assembly **System.Web.Extensions**.
  - Access to this assembly is provided in the **Web.config** file.

```xml
<assemblies>
  ...
  <add assembly="System.Web.Extensions,
            Version=3.5.0.0, Culture=neutral,
            PublicKeyToken=31BF3856AD364E35"/>
  ...
</assemblies>
```

- You may also place your own .js files as embedded resources in an assembly, making your scripts easier to deploy.
  - Normally such a resource assembly will be placed in the **Bin** folder of your Web application.
  - We will see how to do this later in the chapter.
Client Library Namespaces

• The client library functionality is provided in a number of namespaces.
  − Do not confuse these client-side namespaces, rooted in `Sys`, with server-side namespaces rooted in `System`.

• The client-side namespaces include:
  − **Global namespace** which contains extensions to familiar JavaScript objects such as `Array`, `String`, `Object`, `Number`, `Error`, and so on. It also contains functions such as `$get()` that simplify working with the DOM.
  
  − **Sys** is the root namespace for the library containing fundamental classes and base classes.
  
  − **Sys.Net** provides support for communication between client and server code.
  
  − **Sys.Serialization** provides support for data serialization in client code.
  
  − **Sys.Services** supports client access to application services such as authentication and profile.
  
  − **Sys.UI** provides client-side UI elements such as controls and events.
  
  − **Sys.WebForms** supports partial-page updating in ASP.NET AJAX client pages.
 Sys.Debug Tracing

• The *Debug* class in the *Sys* namespace provides client-side debugging support.
  – It is analogous to the *Debug* class in the *System.Diagnostics* namespace on the server.

• The *trace()* method displays text to the debugger console.

```javascript
Sys.Debug.trace("Sample trace output");
```
  – You can view the debugger console in Visual Studio in the Output window.

• Note that in JavaScript you must always use the fully-qualified names of your classes.
  – There is no analogue of the C# *using* or Visual Basic *Imports* statement.
Simple Client Library Example

- Let’s see how the Client Library can simplify the coding of client-side scripts.

- Our example program does simple arithmetic on integers using client-side JavaScript.

  – See SimpleMath in the chapter folder.

  – Step 1 uses JavaScript and the DOM without use of the Client Library.

  – Step 2 shortens our code with use of the Client Library.

  – Step 3 makes our script disappear entirely from our Web page by embedding it as a resource in a binary file.
Document Object Model

• The strict rules of XHTML ensure that the document has a hierarchical structure, enabling the Document Object Model (DOM) to work correctly.

• The DOM provides a browser-independent way of representing a document.

• The user can access the document via a common set of objects, properties, methods, and events.

• The user can also alter the contents of a Web page dynamically using scripts.

• An example of a commonly used DOM method is `getElementById()`.
  – This method gets the DOM element that has the specified `id` attribute.

  ```javascript
  var tX = document.getElementById("txtX");
  ```
JavaScript for Simple Calculator

- Here is the Step 1 JavaScript code.
  
  - Note the extensive use of `getElementById()`.

```javascript
function Add()
{
    var tX = document.getElementById("txtX");
    var x = parseInt(tX.value);
    var tY = document.getElementById("txtY");
    var y = parseInt(tY.value);
    var sum = x + y;
    var tSum = document.getElementById("txtResult");
    tSum.innerText = sum;
}

function Subtract()
{
    var tX = document.getElementById("txtX");
    var x = parseInt(tX.value);
    var tY = document.getElementById("txtY");
    var y = parseInt(tY.value);
    var diff = x - y;
    var tDiff =
        document.getElementById("txtResult");
    tDiff.innerText = diff;
}
```

- Here is the XHTML that hooks the JavaScript functions to the buttons.

```html
<asp:Button ID="btnAdd" runat="server" Text="Add"
            OnClientClick="Add()" />
<asp:Button ID="btnSubtract" runat="server"
            Text="Subtract" OnClientClick="Subtract()" />
```
Using the Client Library

- Step 2 uses the global library function $\text{get()}$ as a shortcut for $\text{getElementById()}$.
  
  - It also uses the $\text{trace()}$ method of the $\text{Debug}$ class in the Sys namespace.
  
  - This output appears in the Output window of Visual Studio when run under the debugger.

```javascript
function Add()
{
    \text{Sys.Debug.trace("Add");}
    var x = parseInt($\text{get("txtX")}.value);
    var y = parseInt($\text{get("txtY")}.value);
    var sum = x + y;
    $\text{get("txtResult")}.innerText = sum;
}

function Subtract()
{
    \text{Sys.Debug.trace("Subtract");}
    var x = parseInt($\text{get("txtX")}.value);
    var y = parseInt($\text{get("txtY")}.value);
    var diff = x - y;
    $\text{get("txtResult")}.innerText = diff;
}
```

- To access the client library, a ScriptManager control must be included in the page.

```xml
<asp:ScriptManager ID="ScriptManager1" runat="server"/>
</asp:ScriptManager>
```
JavaScript in Assemblies

- An alternative to distributing JavaScript in source .js files is to embed it as a resource in an assembly.
  - This assembly can then be provided in the Bin folder of the ASP.NET Web application.

- The steps to do this are quite simple.

1. Create a class library project. (You can do this in Visual Studio or Visual C# Express Edition, but not in Visual Web Developer.)


3. Add the .js file(s) to be embedded to your project. (If you used inline JavaScript, put this code into one or more .js files.)

4. In the Properties window of each .js file, set Build Action to Embedded Resource.

5. In the AssemblyInfo.cs file (under Properties in Solution Explorer) add this line:

   [assembly: System.Web.UI.WebResource(
   "<AssemblyName>.<JavaScriptFile>.js",
   "application/x-javascript")]

6. Build the class library assembly.

7. Copy the assembly to the Bin folder of your Web application.
Providing a ScriptReference

8. Edit the Default.aspx file in your Web application to provide a ScriptReference to the assembly. This is in a <Scripts> tag inside the <asp:ScriptManager> tag.

<asp:ScriptManager ID="ScriptManager1" runat="server">
  <Scripts>
    <asp:ScriptReference Assembly="<Assembly" Name="<Assembly>.<JavaScriptFile>.js" />
  </Scripts>
</asp:ScriptManager>

9. In Default.aspx edit the <script> tag so that it references the JavaScript file rather than uses inline JavaScript code.

<script type="text/javascript" src="<JavaScriptFile>.js">
</script>

- Step 3 of the SimpleMath Web application illustrates use of JavaScript embedded in an assembly.
  - The assembly containing the embedded JavaScript is created in the class library project in SimpleMathLib in the chapter directory.
AJAX Control Toolkit

• While there are only a few new controls provided with ASP.NET AJAX itself, there is a rich collection of controls available in the *AJAX Control Toolkit* or *ACT*.

• The ACT is the fruit of a joint open-source project between Microsoft and the ASP.NET community to provide Web-client components that work with ASP.NET AJAX.
  
  – Information about ACT and download is available from Codeplex:

  [http://www.codeplex.com/AjaxControlToolkit](http://www.codeplex.com/AjaxControlToolkit)

• **ACT is available in two ways:**
  
  – A complete assembly that can be registered with any application where you use ACT.
  
  – Source code that can be selectively incorporated into your application.

• **In this chapter we’ll use the complete assembly.**
ACT Controls in Visual Studio

- Once ACT is installed, you will have a new toolbox group in Visual Studio with a great many controls.
ACT Sample Web Site

- ACT provides a sample Web site, which you can open and run in Visual Studio.
  - Open and run the solution `AjaxControlToolkit.sln`.
  - There is documentation and sample code for every control.
AjaxControlToolkit.dll

- When you add an ACT control to your project, Visual Studio will automatically create a Bin folder and populate it with the *AjaxControlToolkit.dll* assembly.

- There will be folders for versions of this assembly for multiple languages.

  You may delete these extra folders if you don’t care about international issues.

  The only essential file is *AjaxControlToolkit.dll*.
Registering AjaxControlToolkit.dll

- You must register `AjaxControlToolkit.dll` on every page that uses an ACT control.

```csharp
<%@ Register Assembly="AjaxControlToolkit"
    Namespace="AjaxControlToolkit"
    TagPrefix="cc1" %>
```

- This code is inserted automatically into your page when you drag an ACT control from the toolbox onto your page.

- The TagPrefix is arbitrary, but must be used in the markup for the control.

```csharp
<cc1:NumericUpDownExtender
    ID="NumericUpDownExtender1" runat="server"
    TargetControlID="txtRating"
    Minimum="1"
    Maximum="7"
    Width="60" />
</cc1:NumericUpDownExtender>
```
Extender Controls

- An *extender control* is a server control that represents logical behavior that can be attached to one or more control types to extend their behavior.

- **ASP.NET AJAX** does not provide any concrete extender controls itself, but it provides a base class `ExtenderControl`.
  - The class defines the property `TargetControlID`, which is a string representing the ID of the server control being extended.
  - Every extender control must provide this property.

- The **AJAX Control Toolkit** provides a number of off-the-shelf extender controls.

- The **ACT** also provides classes and a template to enable you to roll your own extender controls.
NumericUpDownExtender Control

- An example of an extender control is `NumericUpDown`.
  - This control extends TextBox.
  - It provides “up” and “down” buttons that increment and decrement the value in the TextBox.

- For an example, see `NumericUpDown` in the chapter directory.

```csharp
<asp:TextBox ID="txtRating" runat="server">4</asp:TextBox>
...
<cc1:NumericUpDownExtender
    ID="NumericUpDownExtender1" runat="server"
    TargetControlID="txtRating"
    Minimum="1"
    Maximum="7"
    Width="60"
>
</cc1:NumericUpDownExtender>
```

- Width includes both the target control and extender control.
Lab 14

An Acme Database Application

In this lab you will implement a Web application that displays authors in the AcmeBook database. By employing AJAX you will provide an effective, flicker-free user interface.

Detailed instructions are contained in the Lab 14 write-up at the end of the chapter.

Suggested time: 20 minutes.
Summary

• Rich Internet applications (RIAs) can provide some of the best features of desktop and Web applications.

• Plug-ins such as Flash and Microsoft’s new Silverlight are one approach to implementing RIAs, but they require running substantial code on the client.

• JavaScript, implemented in all modern browsers, is a lightweight approach to providing client-side functionality.

• Asynchronous communication with the server can provide a more responsive user interface.

• AJAX, or Asynchronous JavaScript and XML, is a term for technologies enabling highly interactive Web applications that give the user a better experience.

• Partial page rendering in AJAX applications can enhance the user’s experience, and you can implement it in ASP.NET AJAX applications with the ScriptManager and UpdatePanel control.

• The AJAX Client Library provides a framework that simplifies client-side programming.

• You can use the AJAX Control Toolkit (ACT) with Visual Studio to create Web applications with rich user interfaces.
Lab 14

An Acme Database Application

Introduction

In this lab you will implement a Web application that displays authors in the AcmeBook database. By employing AJAX you will provide an effective, flicker-free user interface.

Suggested Time: 20 minutes.

Root Directory: OIC\AspCs

Directories: Labs\Lab14\AcmeAuthor (do your work here)
             Chap14\AcmeAuthor (solution)

Instructions

1. Create a new AJAX enabled Web site AcmeAuthor in the Lab14 folder. Remember that you’ll need to drag a ScriptManager control onto your page. Make the title of your default web page “Acme Books – Authors.” Make sure that you are in the default “flow” layout mode. (In Tools | Options, select HTML Designer and CSS Styling, and ensure that the “Change positioning to absolute …” checkbox is cleared.)

2. Drag an UpdatePanel onto your page. Inside this panel, place a GridView and name it gvAuthor.

3. In the GridView tasks, drop down the list in Choose Data Source.

4. Select <New data source...>.

5. The DataSource Configuration wizard comes up. Select Database.
6. Click OK. The Add Connection dialog comes up (if not, click “New Connection”).
7. Click Change and select Microsoft SQL Server Database File as the data source.

8. Click OK. The Add Connection dialog comes up. Browse to the file *AcmeBook.mdf* in *OIC\Data*.

9. Click the Test Connection button at the bottom of the page to make sure you’ve entered the correct connection information. Click OK.
10. Back in the Configure Data Source wizard you can now examine the connection string by clicking the little plus sign to expand it.

11. Click Next. You will be asked if you want to save the connection string in the application configuration file. Accept the suggestion of yes by clicking Next.

12. In “Configure the Select Statement” choose the Author table and * to choose all columns.

13. Click Next. In the following step you can test the query.

14. Click Finish.
15. Back in the GridView tasks check Enable Paging.

16. Build and run the application. You will see two pages of data, and you can switch between the pages without seeing any flicker.

17. Change the PageSize property of the GridView to 5. Build and run. You are done!