Learn how to use Object-Oriented techniques to analyze real-world requirements and to design solutions that are ready to code. Students learn how to identify and design objects, classes, and their relationships to each other, which includes links, associations, and inheritance. A strong emphasis is placed on diagram notation for use cases, class and object representation, links and associations, and object messages. This course utilizes UML 2.0 notation.

**Audience:** Analysts, designers, and programmers responsible for applying OO techniques in their software engineering projects.

**Prerequisites:** Familiarity with structured techniques such as functional decomposition is helpful.

**Number of Days:** 5 days
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